# Exercise 1: Singleton Pattern - Logger

**Scenario:**

You need to ensure that a logging utility class in your application has only one instance throughout the application lifecycle to ensure consistent logging.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **SingletonPatternExample**.
2. **Define a Singleton Class:**
   * Create a class named Logger that has a private static instance of itself.
   * Ensure the constructor of Logger is private.
   * Provide a public static method to get the instance of the Logger class.
3. **Implement the Singleton Pattern:**
   * Write code to ensure that the Logger class follows the Singleton design pattern.
4. **Test the Singleton Implementation:**
   * Create a test class to verify that only one instance of Logger is created and used across the application.

Code :

class Logger {

private static Logger instance;

private Logger() {

System.out.println("Logger Initialized");

}

public static Logger getInstance() {

if (instance == null) {

instance = new Logger();

}

return instance;

}

public void log(String message) {

System.out.println("Log: " + message);

}

}

public class Main {

public static void main(String[] args) {

Logger logger1 = Logger.getInstance();

Logger logger2 = Logger.getInstance();

logger1.log("Test log");

System.out.println(logger1 == logger2);

}

}
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# Exercise 2: Factory Method Pattern - Document

**Scenario:**

You are developing a document management system that needs to create different types of documents (e.g., Word, PDF, Excel). Use the Factory Method Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **FactoryMethodPatternExample**.
2. **Define Document Classes:**
   * Create interfaces or abstract classes for different document types such as **WordDocument**, **PdfDocument**, and **ExcelDocument**.
3. **Create Concrete Document Classes:**
   * Implement concrete classes for each document type that implements or extends the above interfaces or abstract classes.
4. **Implement the Factory Method:**
   * Create an abstract class **DocumentFactory** with a method **createDocument()**.
   * Create concrete factory classes for each document type that extends DocumentFactory and implements the **createDocument()** method.
5. **Test the Factory Method Implementation:**
   * Create a test class to demonstrate the creation of different document types using the factory method.

Code:

interface Document {  
 void open();  
}  
  
class WordDocument implements Document {  
 public void open() {  
 System.out.println("Opening Word Document");  
 }  
}  
  
class PdfDocument implements Document {  
 public void open() {  
 System.out.println("Opening PDF Document");  
 }  
}  
  
class ExcelDocument implements Document {  
 public void open() {  
 System.out.println("Opening Excel Document");  
 }  
}  
  
abstract class DocumentFactory {  
 abstract Document createDocument();  
}  
  
class WordFactory extends DocumentFactory {  
 Document createDocument() {  
 return new WordDocument();  
 }  
}  
  
class PdfFactory extends DocumentFactory {  
 Document createDocument() {  
 return new PdfDocument();  
 }  
}  
  
class FactoryTest {  
 public static void main(String[] args) {  
 DocumentFactory factory = new PdfFactory();  
 Document doc = factory.createDocument();  
 doc.open();  
 }  
}  
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# Exercise 3: Builder Pattern - Computer

**Scenario:**

You are developing a system to create complex objects such as a Computer with multiple optional parts. Use the Builder Pattern to manage the construction process.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **BuilderPatternExample**.
2. **Define a Product Class:**
   * Create a class **Computer** with attributes like **CPU**, **RAM**, **Storage**, etc.
3. **Implement the Builder Class:**
   * Create a static nested Builder class inside Computer with methods to set each attribute.
   * Provide a **build()** method in the Builder class that returns an instance of Computer.
4. **Implement the Builder Pattern:**
   * Ensure that the **Computer** class has a private constructor that takes the **Builder** as a parameter.
5. **Test the Builder Implementation:**
   * Create a test class to demonstrate the creation of different configurations of Computer using the Builder pattern.

Code:

class Computer {  
 private String CPU;  
 private String RAM;  
 private String storage;  
  
 private Computer(Builder builder) {  
 this.CPU = builder.CPU;  
 this.RAM = builder.RAM;  
 this.storage = builder.storage;  
 }  
  
 static class Builder {  
 private String CPU;  
 private String RAM;  
 private String storage;  
  
 Builder setCPU(String CPU) {  
 this.CPU = CPU;  
 return this;  
 }  
  
 Builder setRAM(String RAM) {  
 this.RAM = RAM;  
 return this;  
 }  
  
 Builder setStorage(String storage) {  
 this.storage = storage;  
 return this;  
 }  
  
 Computer build() {  
 return new Computer(this);  
 }  
 }  
  
 public String toString() {  
 return "Computer [CPU=" + CPU + ", RAM=" + RAM + ", Storage=" + storage + "]";  
 }  
}  
  
class BuilderTest {  
 public static void main(String[] args) {  
 Computer comp = new Computer.Builder().setCPU("Intel i5").setRAM("8GB").setStorage("512GB SSD").build();  
 System.out.println(comp);  
 }  
}
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# Exercise 4: Adapter Pattern - PaymentProcessor

**Scenario:**

You are developing a payment processing system that needs to integrate with multiple third-party payment gateways with different interfaces. Use the Adapter Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **AdapterPatternExample**.
2. **Define Target Interface:**
   * Create an interface **PaymentProcessor** with methods like **processPayment()**.
3. **Implement Adaptee Classes:**
   * Create classes for different payment gateways with their own methods.
4. **Implement the Adapter Class:**
   * Create an adapter class for each payment gateway that implements PaymentProcessor and translates the calls to the gateway-specific methods.
5. **Test the Adapter Implementation:**
   * Create a test class to demonstrate the use of different payment gateways through the adapter.

Code:

interface PaymentProcessor {  
 void processPayment(double amount);  
}  
  
class PayPalGateway {  
 void makePayment(double amount) {  
 System.out.println("Paid " + amount + " using PayPal.");  
 }  
}  
  
class PayPalAdapter implements PaymentProcessor {  
 private PayPalGateway gateway = new PayPalGateway();  
  
 public void processPayment(double amount) {  
 gateway.makePayment(amount);  
 }  
}  
  
class AdapterTest {  
 public static void main(String[] args) {  
 PaymentProcessor processor = new PayPalAdapter();  
 processor.processPayment(100.0);  
 }  
}

![A close up of a screen

AI-generated content may be incorrect.](data:image/png;base64,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)

# Exercise 5: Decorator Pattern - Notifier

**Scenario:**

You are developing a notification system where notifications can be sent via multiple channels (e.g., Email, SMS). Use the Decorator Pattern to add functionalities dynamically.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **DecoratorPatternExample**.
2. **Define Component Interface:**
   * Create an interface **Notifier** with a method **send()**.
3. **Implement Concrete Component:**
   * Create a class **EmailNotifier** that implements Notifier.
4. **Implement Decorator Classes:**
   * Create abstract decorator class **NotifierDecorator** that implements **Notifier** and holds a reference to a **Notifier** object.
   * Create concrete decorator classes like **SMSNotifierDecorator**, **SlackNotifierDecorator** that extend **NotifierDecorator**.
5. **Test the Decorator Implementation:**
   * Create a test class to demonstrate sending notifications via multiple channels using decorators.

Code:

interface Notifier {  
 void send();  
}  
  
class EmailNotifier implements Notifier {  
 public void send() {  
 System.out.println("Sending Email Notification");  
 }  
}  
  
abstract class NotifierDecorator implements Notifier {  
 protected Notifier notifier;  
  
 public NotifierDecorator(Notifier notifier) {  
 this.notifier = notifier;  
 }  
  
 public void send() {  
 notifier.send();  
 }  
}  
  
class SMSNotifierDecorator extends NotifierDecorator {  
 public SMSNotifierDecorator(Notifier notifier) {  
 super(notifier);  
 }  
  
 public void send() {  
 super.send();  
 System.out.println("Sending SMS Notification");  
 }  
}  
  
class DecoratorTest {  
 public static void main(String[] args) {  
 Notifier notifier = new SMSNotifierDecorator(new EmailNotifier());  
 notifier.send();  
 }  
}
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# Exercise 6: Proxy Pattern - Image Viewer

**Scenario:**

You are developing an image viewer application that loads images from a remote server. Use the Proxy Pattern to add lazy initialization and caching.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **ProxyPatternExample**.
2. **Define Subject Interface:**
   * Create an interface Image with a method **display()**.
3. **Implement Real Subject Class:**
   * Create a class **RealImage** that implements Image and loads an image from a remote server.
4. **Implement Proxy Class:**
   * Create a class **ProxyImage** that implements Image and holds a reference to RealImage.
   * Implement lazy initialization and caching in **ProxyImage**.
5. **Test the Proxy Implementation:**
   * Create a test class to demonstrate the use of **ProxyImage** to load and display images.

Code:

interface Image {  
 void display();  
}  
  
class RealImage implements Image {  
 private String filename;  
  
 public RealImage(String filename) {  
 this.filename = filename;  
 loadImage();  
 }  
  
 private void loadImage() {  
 System.out.println("Loading " + filename);  
 }  
  
 public void display() {  
 System.out.println("Displaying " + filename);  
 }  
}  
  
class ProxyImage implements Image {  
 private RealImage realImage;  
 private String filename;  
  
 public ProxyImage(String filename) {  
 this.filename = filename;  
 }  
  
 public void display() {  
 if (realImage == null) {  
 realImage = new RealImage(filename);  
 }  
 realImage.display();  
 }  
}  
  
class ProxyTest {  
 public static void main(String[] args) {  
 Image img = new ProxyImage("image1.jpg");  
 img.display();   
 img.display();   
 }  
}
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# Exercise 7: Observer Pattern - Stock Market

**Scenario:**

You are developing a stock market monitoring application where multiple clients need to be notified whenever stock prices change. Use the Observer Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **ObserverPatternExample**.
2. **Define Subject Interface:**
   * Create an interface **Stock** with methods to **register**, **deregister**, and **notify** observers.
3. **Implement Concrete Subject:**
   * Create a class **StockMarket** that implements **Stock** and maintains a list of observers.
4. **Define Observer Interface:**
   * Create an interface Observer with a method **update().**
5. **Implement Concrete Observers:**
   * Create classes **MobileApp**, **WebApp** that implement Observer.
6. **Test the Observer Implementation:**
   * Create a test class to demonstrate the registration and notification of observers.

Code:

import java.util.\*;  
  
interface Observer {  
 void update(float price);  
}  
  
interface Stock {  
 void register(Observer o);  
 void deregister(Observer o);  
 void notifyObservers();  
}  
  
class StockMarket implements Stock {  
 private List<Observer> observers = new ArrayList<>();  
 private float price;  
  
 public void register(Observer o) {  
 observers.add(o);  
 }  
  
 public void deregister(Observer o) {  
 observers.remove(o);  
 }  
  
 public void setPrice(float price) {  
 this.price = price;  
 notifyObservers();  
 }  
  
 public void notifyObservers() {  
 for (Observer o : observers) {  
 o.update(price);  
 }  
 }  
}  
  
class MobileApp implements Observer {  
 public void update(float price) {  
 System.out.println("MobileApp - Price Updated: " + price);  
 }  
}  
  
class WebApp implements Observer {  
 public void update(float price) {  
 System.out.println("WebApp - Price Updated: " + price);  
 }  
}  
  
class ObserverTest {  
 public static void main(String[] args) {  
 StockMarket market = new StockMarket();  
 Observer mobile = new MobileApp();  
 Observer web = new WebApp();  
  
 market.register(mobile);  
 market.register(web);  
 market.setPrice(100.5f);  
 }  
}
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# Exercise 8: Strategy Pattern - Payment System

**Scenario:**

You are developing a payment system where different payment methods (e.g., Credit Card, PayPal) can be selected at runtime. Use the Strategy Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **StrategyPatternExample**.
2. **Define Strategy Interface:**
   * Create an interface PaymentStrategy with a method **pay()**.
3. **Implement Concrete Strategies:**
   * Create classes **CreditCardPayment**, **PayPalPayment** that implement **PaymentStrategy**.
4. **Implement Context Class:**
   * Create a class **PaymentContext** that holds a reference to **PaymentStrategy** and a method to execute the strategy.
5. **Test the Strategy Implementation:**
   * Create a test class to demonstrate selecting and using different payment strategies.

Code:

interface PaymentStrategy {  
 void pay(double amount);  
}  
  
class CreditCardPayment implements PaymentStrategy {  
 public void pay(double amount) {  
 System.out.println("Paid " + amount + " using Credit Card.");  
 }  
}  
  
class PayPalPayment implements PaymentStrategy {  
 public void pay(double amount) {  
 System.out.println("Paid " + amount + " using PayPal.");  
 }  
}  
  
class PaymentContext {  
 private PaymentStrategy strategy;  
  
 public void setStrategy(PaymentStrategy strategy) {  
 this.strategy = strategy;  
 }  
  
 public void pay(double amount) {  
 strategy.pay(amount);  
 }  
}  
  
class StrategyTest {  
 public static void main(String[] args) {  
 PaymentContext context = new PaymentContext();  
 context.setStrategy(new CreditCardPayment());  
 context.pay(250.0);  
 context.setStrategy(new PayPalPayment());  
 context.pay(300.0);  
 }  
}
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# Exercise 9: Command Pattern - Home Automation

**Scenario:** You are developing a home automation system where commands can be issued to turn devices on or off. Use the Command Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **CommandPatternExample**.
2. **Define Command Interface:**
   * Create an interface Command with a method **execute()**.
3. **Implement Concrete Commands:**
   * Create classes **LightOnCommand**, **LightOffCommand** that implement Command.
4. **Implement Invoker Class:**
   * Create a class **RemoteControl** that holds a reference to a Command and a method to execute the command.
5. **Implement Receiver Class:**
   * Create a class **Light** with methods to turn on and off.
6. **Test the Command Implementation:**
   * Create a test class to demonstrate issuing commands using the **RemoteControl**.

Code:

interface Command {  
 void execute();  
}  
  
class Light {  
 void on() {  
 System.out.println("Light is ON");  
 }  
  
 void off() {  
 System.out.println("Light is OFF");  
 }  
}  
  
class LightOnCommand implements Command {  
 Light light;  
  
 LightOnCommand(Light light) {  
 this.light = light;  
 }  
  
 public void execute() {  
 light.on();  
 }  
}  
  
class LightOffCommand implements Command {  
 Light light;  
  
 LightOffCommand(Light light) {  
 this.light = light;  
 }  
  
 public void execute() {  
 light.off();  
 }  
}  
  
class RemoteControl {  
 Command command;  
  
 void setCommand(Command command) {  
 this.command = command;  
 }  
  
 void pressButton() {  
 command.execute();  
 }  
}  
  
class CommandTest {  
 public static void main(String[] args) {  
 Light light = new Light();  
 Command on = new LightOnCommand(light);  
 Command off = new LightOffCommand(light);  
  
 RemoteControl remote = new RemoteControl();  
 remote.setCommand(on);  
 remote.pressButton();  
 remote.setCommand(off);  
 remote.pressButton();  
 }  
}
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# Exercise 10: MVC Pattern - Student Records

**Scenario:**

You are developing a simple web application for managing student records using the MVC pattern.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **MVCPatternExample**.
2. **Define Model Class:**
   * Create a class **Student** with attributes like **name, id, and grade**.
3. **Define View Class:**
   * Create a class **StudentView** with a method **displayStudentDetails()**.
4. **Define Controller Class:**
   * Create a class **StudentController** that handles the communication between the model and the view.
5. **Test the MVC Implementation:**
   * Create a main class to demonstrate creating a **Student**, updating its details using **StudentController**, and displaying them using **StudentView**.

Code:

class Student {  
 private String name;  
 private String id;  
 private String grade;  
  
 public Student(String name, String id, String grade) {  
 this.name = name;  
 this.id = id;  
 this.grade = grade;  
 }  
  
 public String getName() { return name; }  
 public String getId() { return id; }  
 public String getGrade() { return grade; }  
  
 public void setName(String name) { this.name = name; }  
 public void setGrade(String grade) { this.grade = grade; }  
}  
  
class StudentView {  
 public void displayStudentDetails(Student student) {  
 System.out.println("Student: " + student.getName() + ", ID: " + student.getId() + ", Grade: " + student.getGrade());  
 }  
}  
  
class StudentController {  
 private Student student;  
 private StudentView view;  
  
 public StudentController(Student student, StudentView view) {  
 this.student = student;  
 this.view = view;  
 }  
  
 public void updateView() {  
 view.displayStudentDetails(student);  
 }  
  
 public void setStudentName(String name) {  
 student.setName(name);  
 }  
}  
  
class MVCTest {  
 public static void main(String[] args) {  
 Student student = new Student("John", "S01", "A");  
 StudentView view = new StudentView();  
 StudentController controller = new StudentController(student, view);  
  
 controller.updateView();  
 controller.setStudentName("Jane");  
 controller.updateView();  
 }  
}
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# Exercise 11: Dependency Injection - Customer Service

**Scenario:**

You are developing a customer management application where the service class depends on a repository class. Use Dependency Injection to manage these dependencies.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **DependencyInjectionExample**.
2. **Define Repository Interface:**
   * Create an interface **CustomerRepository** with methods like **findCustomerById()**.
3. **Implement Concrete Repository:**
   * Create a class **CustomerRepositoryImpl** that implements **CustomerRepository**.
4. **Define Service Class:**
   * Create a class **CustomerService** that depends on **CustomerRepository**.
5. **Implement Dependency Injection:**
   * Use constructor injection to inject **CustomerRepository** into **CustomerService**.
6. **Test the Dependency Injection Implementation:**
   * Create a main class to demonstrate creating a **CustomerService** with **CustomerRepositoryImpl** and using it to find a customer.

Code:

interface CustomerRepository {  
 String findCustomerById(String id);  
}  
  
class CustomerRepositoryImpl implements CustomerRepository {  
 public String findCustomerById(String id) {  
 return "Customer: " + id;  
 }  
}  
  
class CustomerService {  
 private CustomerRepository repository;  
  
 public CustomerService(CustomerRepository repository) {  
 this.repository = repository;  
 }  
  
 public void displayCustomer(String id) {  
 System.out.println(repository.findCustomerById(id));  
 }  
}  
  
class DIExample {  
 public static void main(String[] args) {  
 CustomerRepository repo = new CustomerRepositoryImpl();  
 CustomerService service = new CustomerService(repo);  
 service.displayCustomer("C101");  
 }  
}
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